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**ЗАДАНИЕ 1**

*Условие*

Создать класс Календарь с внутренним классом, с помощью объектов которого можно хранить информацию о выходных и праздничных днях.

*Решение*

Класс Календарь с внутренним классом приведен ниже:

|  |
| --- |
| package com.company;  import java.util.ArrayList; import java.util.List;  public class Calendar {   private List<Holiday> holidays = new ArrayList<Holiday>();  private char[] map = new char[366]; // w - раб день, h - вых  public Calendar () {  for (int i = 0; i < 366; i++) {  if (i%7==0) //Вск = выходной. Правда здесь календарь на один и тот же год, где 1 января = вск.  {  map[i]='h';   }  else {  map[i] = 'w';  }  }  }   public class Holiday {   private String name;  private int date\_strt;  private int date\_end;   public Holiday(String s, int d1, int d2) {   this.name = s;  this.date\_end = d2;  this.date\_strt = d1;   }   }   public void AddHoliday(String s, int d1, int d2) {   Holiday h = new Holiday(s, d1, d2);  holidays.add(h);  for (int i = d1; i < d2; i++) {   map[i] = 'h';   }   }   public void Show() {   System.out.println(map);   } |

**ЗАДАНИЕ 2**

*Условие*

Реализовать абстрактные классы или интерфейсы, а также наследование и полиморфизм для следующих классов: interface Mobile <- abstract class Siemens Mobile <- class Model.

*Решение*

Описание класса Mobile:

|  |
| --- |
| package com.company;  public interface Mobile {   void StartScreen();  void Info();  } |

Описание класса SiemensMob:

|  |
| --- |
| package com.company;  public abstract class SiemensMob implements Mobile{   protected String company = "SIEMENS";  String model\_name;  @Override  public void StartScreen() {  System.out.println("Welcome to Siemens mobile's, bro C:");  }  } |

Описание класса ModelT:

|  |
| --- |
| package com.company;  public class ModelT extends SiemensMob{   private String model\_name = "SUR20PLZ11";  @Override  public void Info() {  System.out.println(company + " serial:" + model\_name);  System.out.println("Made in China, bro :C");  } } |

**ВЫВОД**

В ходе выполнения данной работы было получено представление о внутренних классах, также об абстрактных классах и о интерфейсах.